CH 9: Hidden Features of Python.

**9.1 python “With” Statement**

**9.1.1. A popular Patten in python program: Setting up and Tear Down:**

A commnd pattern in Python programming is like setting up the tools, doing some operations with the tools and destroy the tools. Consider this piece of code:

set things up

try:

do something

finally:

tear things down

Here, “set things up” could be opening a file, or acquiring some sort of external resource, and “tear things down” would then be closing the file, or releasing or removing the resource.

The **try-finally** construct guarantees that the “tear things down” part is always executed, even if the code that does the work doesn’t finish.

If you do this a lot, it would be quite convenient if you could put the “set things up” and “tear things down” code in a library function, to make it easy to reuse. You can of course do something like

def controlled\_execution(callback):

set things up

try:

callback(thing)

finally:

tear things down

def my\_function(thing):

do something

controlled\_execution(my\_function)

But that’s a bit verbose, especially if you need to modify local variables. Another approach is to use a one-shot generator, and use the **for-in** statement to “wrap” the code:

def controlled\_execution():

set things up

try:

yield thing

finally:

tear things down

for thing in controlled\_execution():

do something with thing

But **yield** isn’t even allowed inside a **try-finally** in 2.4 and earlier. And while that could be fixed (and it has been fixed in 2.5), it’s still a bit weird to use a loop construct when you know that you only want to execute something once.

**9.1.1. Example of Setting up and Tear Down in Python and how it can be done by with**

Python’s with statement provides a very convenient way of dealing with the situation where you have to do a setup and teardown to make something happen. A very good example for this is the situation where you want to gain a handler to a file, read data from the file and the close the file handler.

Without the with statement, one would write something along the lines of:

file = open("/tmp/foo.txt")

data = file.read()

file.close()

There are two annoying things here.

1. First, you end up forgetting to close the file handler.
2. The second is how to handle exceptions that may occur once the file handler has been obtained. One could write something like this to get around this:

file = open("/tmp/foo.txt") <- Here file is not initialize if open failed.

try:

data = file.read()

finally:

file.close()

While this works well, it is unnecessarily verbose. This is where with is useful. The good thing about with apart from the better syntax is that it is very good handling exceptions. The above code would look like this, when using with:

with open("/tmp/foo.txt") as file: # Will take care of start and distroy

data = file.read()

Let consider another example, as below:

Common application functionality is to access a database, add some records and finally commit those updates as a transaction. Using SQLAlchemy it would look something like this:

from sqlalchemy import \*

db = create\_engine('sqlite:///test.db') # Seeting up

dbcon = db.connect() # Setting up

transaction = dbcon.begin() # Body

dbcon.execute('insert into NameDB (FirstName, LastName,Age) values ("john","smith",34)')

dbcon.execute('insert into NameDB (FirstName, LastName,Age) values ("dave","smith",37)')

transaction.commit() #Tear Down and closing db

You can see that here the resource in question is the database transaction; we set it up before the inserts and close it after the commit. However because the SQLAlchemy transaction object implements a context manager the above code could be written more succinctly as:

from sqlalchemy import \*

db = create\_engine('sqlite:///test.db')

dbcon = db.connect()

with dbcon.begin():

dbcon.execute('insert into NameDB (FirstName, LastName,Age) values ("john","smith",34)')

dbcon.execute('insert into NameDB (FirstName, LastName,Age) values ("dave","smith",37)')

**9.1.1. Way context manager?**

There are a few Python library classes which provide context information that is used by the **with** statement. The most commonly-used class is the [**file**](http://www.itmaybeahack.com/book/python-2.6/html/p02/p02c09_files.html#file) class.

There are two forms of the **with** statement. In the first, the context object does not provide a context-specific object to work with. In the second, the context provides us an object to be used within the context.

with context :

Operation with this context

with context as variable :

operation use the context variable.

Let’s go back to the **file handler example,** When we open a file for processing, we are creating a context. When we leave that context, we want to be sure that the file is properly closed. Here’s the standard example of how this is used.

with file('someData.txt','r') as theFile: #open by the file handaler

for aLine in theFile:

print aLine

# the file was closed by the context manager

Let’s see how the context manager works in step by step.

1. We create the file, which can be used as a context manager. The with statement enters the context, which returns a file object that we can use for input and output purposes. The as clause specifies that the working object is assigned to theFile.
2. This is a pretty typical for statement that reads each line of a file.
3. The with statement also exits the context, irrespective of the presence or absence of exceptions. In the case of a [file](http://www.itmaybeahack.com/book/python-2.6/html/p02/p02c09_files.html#file) context manager, this will close the file.

**9.1.1. Defining a Context Manager Function in a class**

In programming, we also want to make out own context handler, for that we need to define the task which should be executed when a context is created or destroyed. Python provide a way to do this, explained as below:

class controlled\_execution:

def \_\_enter\_\_(self):

set things up

return thing

def \_\_exit\_\_(self, type, value, traceback): # It takes 4 argumnets

tear things down

with controlled\_execution() as thing:

some code

Now, when the “with” statement is executed, Python evaluates the expression, calls the \_\_enter\_\_ method on the resulting value (which is called a “context guard”), and assigns whatever \_\_enter\_\_ returns to the variable given by as. Python will then execute the code body, and no matter what happens in that code, call the guard object’s \_\_exit\_\_ method.

As an extra bonus, the \_\_exit\_\_ method can look at the exception, if any, and suppress it or act on it as necessary. To suppress the exception, just return a true value. For example, the following \_\_exit\_\_ method swallows any TypeError, but lets all other exceptions through:

def \_\_exit\_\_(self, type, value, traceback):

return isinstance(value, TypeError)

In Python 2.5, the file object has been equipped with **\_\_enter\_\_** and **\_\_exit\_\_** methods; the former simply returns the file object itself, and the latter closes the file:

>>> f = open("x.txt")

>>> f

<open file 'x.txt', mode 'r' at 0x00AE82F0>

>>> f.\_\_enter\_\_()

<open file 'x.txt', mode 'r' at 0x00AE82F0>

>>> f.read(1)

'X'

>>> f.\_\_exit\_\_(None, None, None)

>>> f.read(1)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

ValueError: I/O operation on closed file

so to open a file, process its contents, and make sure to close it, you can simply do:

with open("x.txt") as f:

data = f.read()

do something with data

Another example, shows how \_\_enter\_\_() and exit() function works, illustrated as below: This can be demonstrated with the following example:

class Sample:

def \_\_enter\_\_(self):

print "In \_\_enter\_\_()"

return "Foo"

def \_\_exit\_\_(self, type, value, trace):

print "In \_\_exit\_\_()"

def get\_sample():

return Sample()

with get\_sample() as sample:

print "sample:", sample

**Output :**

In \_\_enter\_\_()

sample: Foo

In \_\_exit\_\_()

The Steps are as below:

1. The \_\_enter\_\_() function is executed
2. The value returned by it – in this case "Foo" is assigned to sample
3. The body of the block is executed, thereby printing the value ofsample ie. "Foo"
4. The \_\_exit\_\_() function is called.

Now let’s see how \_\_exit\_\_() works, more closely.:

#!/usr/bin/env python

# with\_example02.py

class Sample:

def \_\_enter\_\_(self):

return self

def \_\_exit\_\_(self, type, value, trace):

print "type:", type

print "value:", value

print "trace:", trace

def do\_something(self):

bar = 1/0

return bar + 10

with Sample() as sample:

sample.do\_something()

Output :

type: <type 'exceptions.ZeroDivisionError'>

value: integer division or modulo by zero

trace: <traceback object at 0x1004a8128>

Traceback (most recent call last):

File "./with\_example02.py", line 19, in <module>

sample.do\_something()

File "./with\_example02.py", line 15, in do\_something

bar = 1/0

ZeroDivisionError: integer division or modulo by zero

**9.1.1. Multiple context managers with “with”**

In the previous example, we see that we create a single context using single context manger, but it is possible to get multiple context with “with” as below:

with open("file1") as f1, open("file2") as f2:

#do stuff

With earlier Python versions it is thought that one is required to write:

with open("file1") as f1:

with open("file2") as f2:

#do stuff

Let’s create our own multi context class, as below:

class multicontext(object):

def \_\_init\_\_(self, \*args):

if (len(args) == 1 and

(hasattr(args[0], "\_\_len\_\_") or

hasattr(args[0], "\_\_iter\_\_"))):

self.objs = list(args[0])

else:

self.objs = args

def \_\_enter\_\_(self):

return tuple(obj.\_\_enter\_\_() for obj in self.objs)

def \_\_exit\_\_(self, type\_, value, traceback):

return all([obj.\_\_exit\_\_(type\_,value, traceback)

for obj in self.objs])

**Output:**

=================================================================

>>> with multicontext(open("%s.txt" %letter, "wt") for letter in "abc") as (a,b,c):

... a.write("a")

... b.write("b")

... c.write("c")

...

>>> a

<closed file 'a.txt', mode 'wt' at 0x7f4172f17ad0>

>>> b

<closed file 'b.txt', mode 'wt' at 0x7f4172f177a0>

>>> c

<closed file 'c.txt', mode 'wt' at 0x7f4172f179c0>

>>>

**9.2: Python Decorators**

**9.2.1 Make your Life Easy**

### 1. Intro.

Decorators are a useful addition to the Python programming language, but can be difficult to grasp at first. If you already read some articles on Python decorators and found them hard to understand, this tutorial, aimed at beginners, will attempt at explaining how you can use them in a simple and, hopefully, comprehensible way.

### 2. So what are decorators?

Put simply, “decorating” a function means embedding it inside another “decorator” function or class.  
If you had a previous exposure to Django, the popular Web application framework written in Python, you’ll probably have encountered the ‘@require\_login decorator’. Its purpose is quite simple: any ‘view’ method decorated with it will be accessible only to authenticated users.

@require\_login

def my\_index\_page():

html = "<p>Welcome to my boring webpage, user!</p>"

return html

Basically, this code means: “the user will be required to login before he or she can access the page content.”  
In this tutorial, we will be writing a very similiar decorator function.

### 3. Our first decorator.

If you ever used Windows 7 or Vista you probably encountered a security mechanism called ‘UAC’. It attempts to protect the operating system from malware by requiring the user to explicitly ‘accept’ or ‘deny’ the execution of any program that requires  
super-user privileges.

![http://blog.ipnext.it/wp-content/uploads/2010/06/uac3-150x150.png](data:image/png;base64,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)

“Windows needs your permission to continue. Continue or Cancel?”.  
We will replicate this functionality with a decorator function called ”authorize”, that will require the user to confirm the execution of any function decorated with it.

### 4. Let’s code it!

First of all, let’s define a very simple function:

def say\_hello():

print "Hello world!"

The say\_hello() command should be fairly self explanatory!  
We will now port the UAC mechanism to Python, call it ‘authorize()’, and decorate our function with it. Let’s fire up the Python interpreter and enter the following code:

>>> def authorize(command):

>>>     if raw\_input('>>> Do you wish to execute this command? ') == "y":

>>>         return command()

It’s a very simple function: a command will be passed to our decorator function as a value and a confirmation input will be requested from the user; if the user enters the letter ‘y’ as a confirmation, the command will be executed.  
Let’s decorate our say\_hello() function and see if it works…

>>> @authorize

>>> def say\_hello():

>>>     print "Hello world!"

The output will be:

[Do you wish to execute this command?] y

Hello world!

Congratulations! You’ve just written your first decorator.

ecorators. The shear mention of them brings fear to even the seasoned Python programmer.

Okay, maybe not. But decorators, at least in this author's opinion, have a weird syntax and inevitably complicated implementations that are especially foreign (I think) to many who have gotten used to the simplicity of Python.

## [1   The Basics](http://www.siafoo.net/article/68#id3)

Decorators modify functions. More specifically, a decorator is a function **that transforms another function**.

When you use a decorator, Python passes the decorated function -- we'll call this the target function -- to thedecorator function, and replaces it with the result. Without decorators, it would look something like this:

[# 's](http://www.siafoo.net/article/68)

1**def** decorator\_function(target):  
 2 *# Do something with the target function*  
 3 target.attribute = 1  
 4 **return** target  
 5  
 6**def** target(a,b):  
 7 **return** a + b  
 8  
 9*# This is what the decorator actually does*  
10target = decorator\_function(target)

This code has the exact same functionality, but uses decorators. Note that I can name my decorator function whatever I want. Here, I've chosen 'decorator\_function':

[# 's](http://www.siafoo.net/article/68)

1**def** decorator\_function(target):  
2 *# Do something with the target function*  
3 target.attribute = 1  
4 **return** target  
5  
6*# Here is the decorator, with the syntax '@function\_name'*  
7@decorator\_function  
8**def** target(a,b):  
9 **return** a + b

As you can see, you need to put the decorator function's name, prefaced with a @, on the line before the target function definition. Python internally will transform the target by applying the decorator to it and replacing it with the returned value.

Both of the above examples will have the same results:

[# 's](http://www.siafoo.net/article/68)

1**>>>** target(1,2)  
23  
3**>>>** target.attribute  
41

### [1.1   Does a decorator function have to return a function?](http://www.siafoo.net/article/68#id4)

No. The decorator function can return absolutely **anything**, and Python will replace the target function with that return value. For example, you could do something like this:

[# 's](http://www.siafoo.net/article/68)

1**def** decorator\_evil(target):  
 2 **return** False  
 3  
 4@decorator\_evil  
 5**def** target(a,b):  
 6 **return** a + b  
 7  
 8>>> target  
 9False  
10  
11>>> target(1,2)  
12**TypeError**: 'bool' object **is** **not** callable

This is really not something you want to be doing on a regular basis though -- I'm pretty sure that a basic design principal is to not have functions randomly turning into other sorts of things. It makes good sense to at least return some sort of callable.

## [2   Run-Time Transformations](http://www.siafoo.net/article/68#id5)

"But," I hear you saying, "I thought decorators did more than that. I want to do things at run-time, like conditionally calling the function and transforming the arguments and return value."

Can decorators do these things? Yes. Is that really something 'more' than we talked about above? Not really. It's important here not to get bogged down in the details -- you already know all there is to know about decorators. To do one of these more complex things, we're really just adding some plain old Python to the mix.

### [2.1   The Wrapper Function](http://www.siafoo.net/article/68#id6)

Remember, your decorator function can return an arbitrary function. We'll call it the wrapper function, for reasons which will become clear in a second. The trick here is to define the wrapper function inside the decorator function, giving it access to the decorator function's variable scope, including the target function.

[# 's](http://www.siafoo.net/article/68)

1**def** decorator(target):  
 2  
 3 **def** wrapper():  
 4 **print** 'Calling function "**%s**"' % target.\_\_name\_\_  
 5 **return** target()  
 6  
 7 *# Since the wrapper is replacing the target function, assigning an attribute to the target function won't do anything.*  
 8 *# We need to assign it to the \*wrapper function\*.*  
 9 wrapper.attribute = 1  
10 **return** wrapper  
11  
12@decorator  
13**def** target():  
14 **print** 'I am the target function'  
15  
16>>> target()  
17Calling function "target"  
18I am the target function  
19  
20>>> target.attribute  
211

As you can see, the **wrapper function** can do whatever it wants to the target function, including the simple case of returning the target's return value. But what happens to any arguments passed to the target function?

### [2.2   Getting the Arguments](http://www.siafoo.net/article/68#id7)

Since the returned wrapper function replaces the target function, the wrapper function will **receive the arguments** intended for the target function. Assuming you want your decorator to work for any target function, your wrapper function then should accept [arbitrary non-keyword arguments and arbitrary keyword arguments](http://www.siafoo.net/article/52#arbitrary-numbers-of-arguments), add, remove, or modify arguments if necessary, and [pass the arguments](http://www.siafoo.net/article/52#passing-a-list-or-dictionary-as-arguments) to the target function.

[# 's](http://www.siafoo.net/article/68)

1**def** decorator(target):  
 2  
 3 **def** wrapper(\*args, \*\*kwargs):  
 4 kwargs.update({'debug': True}) *# Edit the keyword arguments -- here, enable debug mode no matter what*  
 5 **print** 'Calling function "**%s**" with arguments **%s** and keyword arguments **%s**' % (target.\_\_name\_\_, args, kwargs)  
 6 **return** target(\*args, \*\*kwargs)  
 7  
 8 wrapper.attribute = 1  
 9 **return** wrapper  
10  
11@decorator  
12**def** target(a, b, debug=False):  
13 **if** debug: **print** '[Debug] I am the target function'  
14 **return** a+b  
15  
16>>> target(1,2)  
17Calling function "target" **with** arguments (1, 2) **and** keyword arguments {'debug': True}  
18[Debug] I am the target function  
193  
20  
21>>> target.attribute  
221

**Note**

You can also apply a decorator to a **class method**. If your decorator is always going to be used this way, and you need access to the current instance, your wrapper function can assume the first argument is always self:

[# 's](http://www.siafoo.net/article/68)

1**def** wrapper(self, \*args, \*\*kwargs):  
2 *# Do something with 'self'*  
3 **print** self  
4 **return** target(self, \*args, \*\*kwargs)

### [2.3   Summing It Up](http://www.siafoo.net/article/68#id8)

So, we have a wrapper function that accepts arbitrary arguments defined inside our decorator function. The wrapper function can call the target function if and when it wants, get the result, do something with it, and return whatever it wants.

Say I want certain function calls to require positive confirmation before they are executed, and then stringify the result of the function before returning it. Note that the built-in function raw\_input prints a message and then waits for a response from stdin.

[# 's](http://www.siafoo.net/article/68)

1**def** decorator(target): *# Python passes the target function to the decorator*  
 2  
 3 **def** wrapper(\*args, \*\*kwargs):  
 4  
 5 choice = raw\_input('Are you sure you want to call the function "**%s**"? ' % target.\_\_name\_\_)  
 6  
 7 **if** choice **and** choice[0].lower() == 'y':  
 8 *# If input starts with a 'y', call the function with the arguments*  
 9 result = target(\*args, \*\*kwargs)  
10 **return** str(result)  
11  
12 **else**:  
13 **print** 'Call to **%s** cancelled' % target.\_\_name\_\_  
14  
15 **return** wrapper  
16  
17@decorator  
18**def** target(a,b):  
19 **return** a+b  
20  
21>>> test.target(1,2)  
22Are you sure you want to call the function "target"? n  
23Call to target cancelled  
24  
25>>> test.target(1,2)  
26Are you sure you want to call the function "target"? y  
273

## [3   Dynamic Decorators](http://www.siafoo.net/article/68#id9)

Sometimes you might want to customize behavior by passing arbitrary options to your decorator function. A cursory look at decorator syntax suggests there's no way to do that. You could just abandon the decorator idea altogether, but you certainly don't have to.

The solution is define your decorator function inside another function -- call it the options function. Right before the target function definition, where you would normally list the decorator function (prepended with an @), call this options function(prepended with an @) instead. The options function then returns your decorator function, which Python will use as the passes the target function to as before.

### [3.1   Passing Options to the Decorator](http://www.siafoo.net/article/68#id10)

Your options function can accept any arguments you want it to. Since the decorator function is defined inside the options function, the decorator function has access to any of the arguments passed to the options function.

[# 's](http://www.siafoo.net/article/68)

1**def** options(value):  
 2  
 3 **def** decorator(target):  
 4 *# Do something with the target function*  
 5 target.attribute = value  
 6 **return** target  
 7 **return** decorator  
 8  
 9@options('value')  
10**def** target(a,b):  
11 **return** a + b  
12  
13>>> target(1,2)  
143  
15  
16>>> target.attribute  
17'value'

As you can see, nothing here about the decorator syntax itself has changed. Our decorator function is just in a dynamic scope instead of a static one.

### [3.2   Run-Time Tranformations](http://www.siafoo.net/article/68#id11)

You can do [Run-time Transformations](http://www.siafoo.net/article/68#run-time-transformations) by returning a wrapper function from your decorator function, just like before. For better or worse, though, there now must be three levels of functions:

[# 's](http://www.siafoo.net/article/68)

1**def** options(debug\_level):  
 2  
 3 **def** decorator(target):  
 4  
 5 **def** wrapper(\*args, \*\*kwargs):  
 6 kwargs.update({'debug\_level': debug\_level}) *# Edit the keyword arguments*  
 7 *# here, set debug level to whatever specified in the options*  
 8  
 9 **print** 'Calling function "**%s**" with arguments **%s** and keyword arguments **%s**' % (target.\_\_name\_\_, args, kwargs)  
10 **return** target(\*args, \*\*kwargs)  
11  
12 **return** wrapper  
13  
14 **return** decorator  
15  
16@options(5)  
17**def** target(a, b, debug\_level=0):  
18 **if** debug\_level: **print** '[Debug Level **%s**] I am the target function' % debug\_level  
19 **return** a+b  
20  
21>>> target(1,2)  
22Calling function "target" **with** arguments (1, 2) **and** keyword arguments {'debug\_level': 5}  
23[Debug Level 5] I am the target function  
243

## [4   Caveat: Function Signatures](http://www.siafoo.net/article/68#id12)

Phew. Understand everything you can do with decorators now? Good :). However, there is one drawback that must be mentioned.

The function returned from the decorator function -- usually a wrapper function -- replaces the target function completely. Any later introspection into what appears to be the target function will actually be into the wrapper function.

**Most of the time, this is okay**. Generally you just call a function with some options. Your program doesn't check to see what the function's \_\_name\_\_ or what arguments it accepts. So usually this problem won't be a problem.

However sometimes you care if the function you are calling supports a certain option, supports arbitrary options, or, perhaps, what its \_\_name\_\_ is. Or maybe you are interested in one if the function's attributes. If you look at a function that has been decorated, you will actually be looking at the wrapper function.

In the example below, note that the getargspec function of the [inspect](http://docs.python.org/lib/inspect-classes-functions.html) module gets the names and default values of a function's arguments.

[# 's](http://www.siafoo.net/article/68)

1*# This function is the same as the function 'target', except for the name*  
 2**def** standalone\_function(a,b):  
 3 **return** a+b  
 4  
 5**def** decorator(target):  
 6  
 7 **def** wrapper(\*args, \*\*kwargs):  
 8 **return** target()  
 9  
10 **return** wrapper  
11  
12@decorator  
13**def** target(a,b):  
14 **return** a+b  
15  
16>>> from **inspect** import getargspec  
17  
18>>> standalone\_function.\_\_name\_\_  
19'standalone\_function'  
20  
21>>> getargspec(standalone\_function)  
22(['a', 'b'], None, None, None)  
23  
24>>> target.\_\_name\_\_  
25'wrapper'  
26  
27>>> getargspec(target)  
28([], 'args', 'kwargs', None)

As you can see, the wrapper function reports that it accepts different arguments than the original target function Its call signature has changed.

### [4.1   A Solution](http://www.siafoo.net/article/68#id13)

This is not an easy problem to solve. The update\_wrapper method of the [functools module](http://docs.python.org/lib/module-functools.html) provides a partial solution, copying the \_\_name\_\_ and other attributes from one function to another. But it does not solve what might be the largest problem of all: the changed call signature.

The decorator function of the [decorator module](http://www.phyast.pitt.edu/~micheles/python/documentation.html) provides the best solution: it can wrap your wrapper function in a dynamically-evaluated function with the correct arguments, restoring the original call signature. Similar to the update\_wrapperfunction, it can also update your wrapper function with the \_\_name\_\_ and other attributes from the target function.

**Note**

For the remainder of this section, when I speak of the decorator function, I mean the one from this module, not one of the decorator functions that we've been using to transform our target functions.

**Another way to create decorators**

Unfortunately, though, the decorator function wasn't written with this use in mind. Instead it was written to turn standalone wrapper functions into full-fledged decorators, without having to worry about the function nesting described in [Run-Time Transformations](http://www.siafoo.net/article/68#run-time-transformations), above.

While this technique is often useful, it is much less customizable. **Everything must be done at run-time**, each time the function is executed. You cannot do **any** work when the target function is defined, including assigning the targetor wrapper functions attributes or [passing options to the decorator](http://www.siafoo.net/article/68#passing-options-to-the-decorator).

Also, in this author's opinion it is a bit of a black box; I'd rather know what my decorators are doing even if it is a little messier.

But we can make it work for us to solve this problem.

Ideally you would just call decorator(wrapper) and be done with it. However, things are never as simple as we'd like. As described above, the decorator function wraps the function passed to it -- our wrapper function -- in a dynamic function to fix the signature. But we still have a few problems:

Problem #1:

The dynamic function calls our wrapper function with (func, \*args, \*\*kwargs)

Solution #1:

Make our wrapper function accept (func, \*args, \*\*kwargs) instead of just (\*args, \*\*kwargs).

Problem #2:

The dynamic function is then wrapped in another function that expects to be used as an actual decorator -- it expects to be called with the target function, and will return the wrapper function.

Solution #2:

Call decorator's return value with the target function to get back to the dynamic function, which has the right signature.

This technique is a bit of a hack, and is a bit hard to explain, but it is easy to implement and works well.

This is the same example as before, but now with the decorator function (and a name change so things don't get too confusing):

[# 's](http://www.siafoo.net/article/68)

1from **decorator** import decorator  
 2  
 3**def** my\_decorator(target):  
 4  
 5 **def** wrapper(target, \*args, \*\*kwargs): *# the target function has been prepended to the list of arguments*  
 6 **return** target(\*args, \*\*kwargs)  
 7  
 8 *# We are calling the returned value with the target function to get a 'proper' wrapper function back*  
 9 **return** decorator(wrapper)(target)  
10  
11  
12@my\_decorator  
13**def** target(a,b):  
14 **return** a+b  
15  
16>>> from **inspect** import getargspec  
17  
18>>> target.\_\_name\_\_  
19'target'  
20  
21>>> getargspec(target)  
22(['a', 'b'], None, None, None)

## [5   Putting it All Together](http://www.siafoo.net/article/68#id14)

Sometimes, you really need a [customizable decorator](http://www.siafoo.net/article/68#dynamic-decorators) that does work both at [parse-time](http://www.siafoo.net/article/68#the-basics) and [run-time](http://www.siafoo.net/article/68#run-time-transformations), and has the [signature](http://www.siafoo.net/article/68#caveat-function-signatures) of the original target function.

Here's an example that ties everything together. Expanding on the example from earlier, say you want certain function calls to require positive confirmation before they are executed, and you want to be able to customize the confirmation string for each target function. Furthermore, for some reason [[1]](http://www.siafoo.net/article/68#id2), you need the decorated function's signature to match the target function.

Here we go:

[# 's](http://www.siafoo.net/article/68)

1from **decorator** import decorator  
 2  
 3*# The 'options' function. Recieves options and returns a decorator.*  
 4**def** confirm(text):  
 5 *'''*  
 6 *Pass a string to be sent as a confirmation message. Returns a decorator.*  
 7 *'''*  
 8  
 9 *# The actual decorator. Recieves the target function.*  
10 **def** my\_decorator(target):  
11 *# Anything not in the wrapper function is done when the target function is initially parsed*  
12  
13 *# This is okay because the decorator function will copy the attribute to the wrapper function*  
14 target.attribute = 1  
15  
16 *# The wrapper function. Replaces the target function and receives its arguments*  
17 **def** wrapper(target, \*args, \*\*kwargs):  
18 *# You could do something with the args or kwargs here*  
19  
20 choice = raw\_input(text)  
21  
22 **if** choice **and** choice[0].lower() == 'y':  
23 *# If input starts with a 'y', call the function with the arguments*  
24 result = target(\*args, \*\*kwargs)  
25 *# You could do something with the result here*  
26 **return** result  
27  
28 **else**:  
29 **print** 'Call to **%s** cancelled' % target.\_\_name\_\_  
30  
31 *# Fix the wrapper's call signature*  
32 **return** decorator(wrapper)(target)  
33  
34 **return** my\_decorator  
35  
36@confirm('Are you sure you want to add these numbers? ')  
37**def** target(a,b):  
38 **return** a+b  
39  
40>>> Are you sure you want to add these numbers? yes  
413  
42  
43>>> target.attribute  
441

Hey, what do you know, it actually works.

## [6   Conclusion](http://www.siafoo.net/article/68#id15)

As always, if you have a better way to do anything mentioned here, or if I've left anything out, leave a comment or feel free edit this article to fix the problem.

**9.2.2 Functions**

**Functions**

When the Python interpreter encounters this code:

def hello():

print ("Hello, world!")

it:

* compiles the code to create a function object
* binds the name “hello” to that function object.

Then, to run the function object, you can code

hello()

which causes this to be printed:

Hello, world!

If you code:

print (hello)

you will get something like:

<function hello at 0x02D021E0>

which is the string representation of the *hello* function object.

**9.2.3 Macro and It’s Importnt**

Indeed, you can use Python decorators to implement the \*Decorator\* pattern, but

that's an extremely limited use of it. Python decorators, I think, are best

equated to macros.

History of Macros

==========================

The macro has a long history, but most people will probably have had experience

with C preprocessor macros. The problems with C macros were (1) they were in a

different language (not C) and (2) the behavior was sometimes bizarre, and often

inconsistent with the behavior of the rest of C.

Both Java and C# have added \*annotations\*, which allow you to do some things to

elements of the language. Both of these have the problems that (1) to do what

you want, you sometimes have to jump through some enormous and untenable hoops,

which follows from (2) these annotation features have their hands tied by the

bondage-and-discipline (or as `Martin Fowler gently puts it: "Directing"

<http://martinfowler.com/bliki/SoftwareDevelopmentAttitude.html>`\_) nature of

those languages.

In a slightly different vein, many C++ programmers (myself included) have noted

the generative abilities of C++ templates and have used that feature in a macro-

like fashion.

Many other languages have incorporated macros, but without knowing much about it

I will go out on a limb and say that Python decorators are similar to Lisp

macros in power and possibility.

The Goal of Macros

============================

I think it's safe to say that the goal of macros in a language is to provide a

way to modify elements of the language. That's what decorators do in Python --

they modify functions, and in the case of \*class decorators\*, entire classes.

This is why they usually provide a simpler alternative to metaclasses.

The major failings of most language's self-modification approaches are that they

are too restrictive and that they require a different language (I'm going to say

that Java annotations with all the hoops you must jump through to produce an

interesting annotation comprises a "different language").

Python falls into Fowler's category of "enabling" languages, so if you want to

do modifications, why create a different or restricted language? Why not just

use Python itself? And that's what Python decorators do.

**What we can do using decorator?**

What Can You Do With Decorators?

===================================

Decorators allow you to inject or modify code in functions or classes. Sounds a

bit like \*Aspect-Oriented Programming\* (AOP) in Java, doesn't it? Except that

it's both much simpler and (as a result) much more powerful. For example,

suppose you'd like to do something at the entry and exit points of a function

(such as perform some kind of security, tracing, locking, etc. -- all the

standard arguments for AOP). With decorators, it looks like this::

@entryExit

def func1():

print("inside func1()")

@entryExit

def func2():

print("inside func2()")

The ``@`` indicates the application of the decorator.

**Function Decorator:**

Function Decorators

==============================

A function decorator is applied to a function definition by placing it on the

line before that function definition begins. For example::

@myDecorator

def aFunction():

print("inside aFunction")

When the compiler passes over this code, ``aFunction()`` is compiled and the

resulting function object is passed to the ``myDecorator`` code, which does

something to produce a function-like object that is then substituted for the

original ``aFunction()``.

What does the ``myDecorator`` code look like? Well, most introductory examples

show this as a function, but I've found that it's easier to start understanding

decorators by using classes as decoration mechanisms instead of functions. In

addition, it's more powerful.

**Decorator as a Class**

The only constraint upon the object returned by the decorator is that it can be

used as a function -- which basically means it must be callable. Thus, any

classes we use as decorators must implement ``\_\_call\_\_``.

What should the decorator do? Well, it can do anything but usually you expect

the original function code to be used at some point. This is not required,

however::

# PythonDecorators/my\_decorator.py

class my\_decorator(object):

def \_\_init\_\_(self, f):

print("inside my\_decorator.\_\_init\_\_()")

f() # Prove that function definition has completed

def \_\_call\_\_(self):

print("inside my\_decorator.\_\_call\_\_()")

@my\_decorator

def aFunction():

print("inside aFunction()")

print("Finished decorating aFunction()")

aFunction()

When you run this code, you see::

inside my\_decorator.\_\_init\_\_()

inside aFunction()

Finished decorating aFunction()

inside my\_decorator.\_\_call\_\_()

Notice that the constructor for ``my\_decorator`` is executed at the point of

decoration of the function. Since we can call ``f()`` inside ``\_\_init\_\_()``, it

shows that the creation of ``f()`` is complete before the decorator is called.

Note also that the decorator constructor receives the function object being

decorated. Typically, you'll capture the function object in the constructor and

later use it in the ``\_\_call\_\_()`` method (the fact that decoration and calling

are two clear phases when using classes is why I argue that it's easier and more

powerful this way).

When ``aFunction()`` is called after it has been decorated, we get completely

different behavior; the ``my\_decorator.\_\_call\_\_()`` method is called instead of

the original code. That's because the act of decoration \*replaces\* the original

function object with the result of the decoration -- in our case, the

``my\_decorator`` object replaces ``aFunction``. Indeed, before decorators were

added you had to do something much less elegant to achieve the same thing::

def foo(): pass

foo = staticmethod(foo)

With the addition of the ``@`` decoration operator, you now get the same result

by saying::

@staticmethod

def foo(): pass

This is the reason why people argued against decorators, because the ``@`` is

just a little syntax sugar meaning "pass a function object through another

function and assign the result to the original function."

The reason I think decorators will have such a big impact is because this little

bit of syntax sugar changes the way you think about programming. Indeed, it

brings the idea of "applying code to other code" (i.e.: macros) into mainstream

thinking by formalizing it as a language construct.

Slightly More Useful

========================

Now let's go back and implement the first example. Here, we'll do the more

typical thing and actually use the code in the decorated functions::

# PythonDecorators/entry\_exit\_class.py

class entry\_exit(object):

def \_\_init\_\_(self, f):

self.f = f

def \_\_call\_\_(self):

print("Entering", self.f.\_\_name\_\_)

self.f()

print("Exited", self.f.\_\_name\_\_)

@entry\_exit

def func1():

print("inside func1()")

@entry\_exit

def func2():

print("inside func2()")

func1()

func2()

The output is::

Entering func1

inside func1()

Exited func1

Entering func2

inside func2()

Exited func2

You can see that the decorated functions now have the "Entering" and "Exited"

trace statements around the call.

The constructor stores the argument, which is the function object. In the call,

we use the ``\_\_name\_\_`` attribute of the function to display that function's

name, then call the function itself.

**Inner function as Decoratror**

Using Functions as Decorators

=====================================

The only constraint on the result of a decorator is that it be callable, so it

can properly replace the decorated function. In the above examples, I've

replaced the original function with an object of a class that has a

``\_\_call\_\_()`` method. But a function object is also callable, so we can rewrite

the previous example using a function instead of a class, like this::

# PythonDecorators/entry\_exit\_function.py

def entry\_exit(f):

def new\_f():

print("Entering", f.\_\_name\_\_)

f()

print("Exited", f.\_\_name\_\_)

return new\_f

@entry\_exit

def func1():

print("inside func1()")

@entry\_exit

def func2():

print("inside func2()")

func1()

func2()

print(func1.\_\_name\_\_)

``new\_f()`` is defined within the body of ``entry\_exit()``, so it is created and

returned when ``entry\_exit()`` is called. Note that ``new\_f()`` is a \*closure\*,

because it captures the actual value of ``f``.

Once ``new\_f()`` has been defined, it is returned from ``entry\_exit()`` so that

the decorator mechanism can assign the result as the decorated function.

The output of the line ``print(func1.\_\_name\_\_)`` is ``new\_f``, because the

``new\_f`` function has been substituted for the original function during

decoration. If this is a problem you can change the name of the decorator

function before you return it::

def entry\_exit(f):

def new\_f():

print("Entering", f.\_\_name\_\_)

f()

print("Exited", f.\_\_name\_\_)

new\_f.\_\_name\_\_ = f.\_\_name\_\_

return new\_f

The information you can dynamically get about functions, and the modifications

you can make to those functions, are quite powerful in Python.

**Decorator without Arguments**

Review: Decorators without Arguments

=========================================

If we create a decorator without arguments, the function to be decorated is

passed to the constructor, and the ``\_\_call\_\_()`` method is called whenever the

decorated function is invoked::

# PythonDecorators/decorator\_without\_arguments.py

class decorator\_without\_arguments(object):

def \_\_init\_\_(self, f):

"""

If there are no decorator arguments, the function

to be decorated is passed to the constructor.

"""

print("Inside \_\_init\_\_()")

self.f = f

def \_\_call\_\_(self, \*args):

"""

The \_\_call\_\_ method is not called until the

decorated function is called.

"""

print("Inside \_\_call\_\_()")

self.f(\*args)

print("After self.f(\*args)")

@decorator\_without\_arguments

def sayHello(a1, a2, a3, a4):

print('sayHello arguments:', a1, a2, a3, a4)

print("After decoration")

print("Preparing to call sayHello()")

sayHello("say", "hello", "argument", "list")

print("After first sayHello() call")

sayHello("a", "different", "set of", "arguments")

print("After second sayHello() call")

Any arguments for the decorated function are just passed to ``\_\_call\_\_()``. The

output is::

Inside \_\_init\_\_()

After decoration

Preparing to call sayHello()

Inside \_\_call\_\_()

sayHello arguments: say hello argument list

After self.f(\*args)

After first sayHello() call

Inside \_\_call\_\_()

sayHello arguments: a different set of arguments

After self.f(\*args)

After second sayHello() call

Notice that ``\_\_init\_\_()`` is the only method called to perform decoration, and

``\_\_call\_\_()`` is called every time you call the decorated ``sayHello()``.

**Decorator with Argumnets.**

Decorators with Arguments

====================================

The decorator mechanism behaves quite differently when you pass arguments to the

decorator.

Let's modify the above example to see what happens when we add arguments to the

decorator::

# PythonDecorators/decorator\_with\_arguments.py

class decorator\_with\_arguments(object):

def \_\_init\_\_(self, arg1, arg2, arg3):

"""

If there are decorator arguments, the function

to be decorated is not passed to the constructor!

"""

print("Inside \_\_init\_\_()")

self.arg1 = arg1

self.arg2 = arg2

self.arg3 = arg3

def \_\_call\_\_(self, f):

"""

If there are decorator arguments, \_\_call\_\_() is only called

once, as part of the decoration process! You can only give

it a single argument, which is the function object.

"""

print("Inside \_\_call\_\_()")

def wrapped\_f(\*args):

print("Inside wrapped\_f()")

print("Decorator arguments:", self.arg1, self.arg2, self.arg3)

f(\*args)

print("After f(\*args)")

return wrapped\_f

@decorator\_with\_arguments("hello", "world", 42)

def sayHello(a1, a2, a3, a4):

print('sayHello arguments:', a1, a2, a3, a4)

print("After decoration")

print("Preparing to call sayHello()")

sayHello("say", "hello", "argument", "list")

print("after first sayHello() call")

sayHello("a", "different", "set of", "arguments")

print("after second sayHello() call")

From the output, we can see that the behavior changes quite significantly::

Inside \_\_init\_\_()

Inside \_\_call\_\_()

After decoration

Preparing to call sayHello()

Inside wrapped\_f()

Decorator arguments: hello world 42

sayHello arguments: say hello argument list

After f(\*args)

after first sayHello() call

Inside wrapped\_f()

Decorator arguments: hello world 42

sayHello arguments: a different set of arguments

After f(\*args)

after second sayHello() call

Now the process of decoration calls the constructor and then immediately invokes

``\_\_call\_\_()``, which can only take a single argument (the function object) and

must return the decorated function object that replaces the original. Notice

that ``\_\_call\_\_()`` is now only invoked once, during decoration, and after that

the decorated function that you return from ``\_\_call\_\_()`` is used for the

actual calls.

Although this behavior makes sense -- the constructor is now used to capture the

decorator arguments, but the object ``\_\_call\_\_()`` can no longer be used as the

decorated function call, so you must instead use ``\_\_call\_\_()`` to perform the

decoration -- it is nonetheless surprising the first time you see it because

it's acting so much differently than the no-argument case, and you must code the

decorator very differently from the no-argument case.

**Decorator with decorated argunets**

Decorator Functions with Decorator Arguments

==================================================

Finally, let's look at the more complex decorator function implementation, where

you have to do everything all at once::

# PythonDecorators/decorator\_function\_with\_arguments.py

def decorator\_function\_with\_arguments(arg1, arg2, arg3):

def wrap(f):

print("Inside wrap()")

def wrapped\_f(\*args):

print("Inside wrapped\_f()")

print("Decorator arguments:", arg1, arg2, arg3)

f(\*args)

print("After f(\*args)")

return wrapped\_f

return wrap

@decorator\_function\_with\_arguments("hello", "world", 42)

def sayHello(a1, a2, a3, a4):

print('sayHello arguments:', a1, a2, a3, a4)

print("After decoration")

print("Preparing to call sayHello()")

sayHello("say", "hello", "argument", "list")

print("after first sayHello() call")

sayHello("a", "different", "set of", "arguments")

print("after second sayHello() call")

Here's the output::

Inside wrap()

After decoration

Preparing to call sayHello()

Inside wrapped\_f()

Decorator arguments: hello world 42

sayHello arguments: say hello argument list

After f(\*args)

after first sayHello() call

Inside wrapped\_f()

Decorator arguments: hello world 42

sayHello arguments: a different set of arguments

After f(\*args)

after second sayHello() call

The return value of the decorator function must be a function used to wrap the

function to be decorated. That is, Python will take the returned function and

call it at decoration time, passing the function to be decorated. That's why we

have three levels of functions; the inner one is the actual replacement

function.

Because of closures, ``wrapped\_f()`` has access to the decorator arguments

``arg1``, ``arg2`` and ``arg3``, \*without\* having to explicitly store them as in

the class version. However, this is a case where I find "explicit is better than

implicit," so even though the function version is more succinct I find the class

version easier to understand and thus to modify and maintain.

**Step by step as decorator:**

# ython Decorators

Posted on [**2012/04/29**](http://pythonconquerstheuniverse.wordpress.com/2012/04/29/python-decorators/)

In August 2009, I wrote a post titled [Introduction to Python Decorators](http://pythonconquerstheuniverse.wordpress.com/2009/08/06/introduction-to-python-decorators-part-1). It was an attempt to explain Python decorators in a way that I (and I hoped, others) could grok.

Recently I had occasion to re-read that post. It wasn’t a pleasant experience — it was pretty clear to me that the attempt had failed.

That failure — and two other things — have prompted me to try again.

* Matt Harrison has published an excellent e-book [Guide to: Learning Python Decorators](http://www.amazon.com/Guide-Learning-Python-Decorators-ebook/dp/B006ZHJSIM/).
* I now have a theory about why most explanations of decorators (mine included) fail, and some ideas about how better to structure an introduction to decorators.

There is an old saying to the effect that “Every stick has two ends, one by which it may be picked up, and one by which it may not.” I believe that most explanations of decorators fail because they pick up the stick by the wrong end.

In this post I will show you what the wrong end of the stick looks like, and point out why I think it is wrong. And I will show you what I think the right end of the stick looks like.

# The wrong way to explain decorators

Most explanations of Python decorators start with an example of a function to be decorated, like this:

|  |  |
| --- | --- |
| 1  2 | def aFunction():      print("inside aFunction") |

and then add a decoration line, which starts with an @ sign:

|  |  |
| --- | --- |
| 1  2  3 | @myDecorator  def aFunction():      print("inside aFunction") |

At this point, the author of the introduction often defines a decorator as the line of code that begins with the “@”. (In my older post, I called such lines “annotation” lines. I now prefer the term “decoration” line.)

For instance, in 2008 Bruce Eckel [wrote on his Artima blog](http://www.artima.com/weblogs/viewpost.jsp?thread=240808)

A function decorator is applied to a function definition by placing it on the line before that function definition begins.

and in 2004, Phillip Eby wrote in [an article in Dr. Dobb’s Journal](http://www.drdobbs.com/web-development/184406073)

Decorators may appear before any function definition…. You can even stack multiple decorators on the same function definition, one per line.

Now there are two things wrong with this approach to explaining decorators. The first is that the explanation begins in the wrong place. It starts with an example of a function to be decorated and an decoration line, when it should begin with the decorator itself. The explanation should end, not start, with the decorated function and the decoration line. The decoration line is, after all, merely syntactic sugar — is not at all an essential element in the concept of a decorator.

The second is that the term “decorator” is used incorrectly (or ambiguously) to refer both to the decorator and to the decoration line. For example, in his Dr. Dobb’s Journalarticle, after using the term “decorator” to refer to the decoration line, Phillip Eby goes on to define a “decorator” as a callable object.

But before you can do that, you first need to have some decorators to stack. A decorator is a callable object (like a function) that accepts one argument—the function being decorated.

So… it would seem that a decorator is both a callable object (like a function) **and** a single line of code that can appear before the line of code that begins a function definition. This is sort of like saying that an “address” is both a building (or apartment) at a specific location**and** a set of lines (written in pencil or ink) on the front of a mailing envelope. The ambiguity may be almost invisible to someone familiar with decorators, but it is very confusing for a reader who is trying to learn about decorators from the ground up.

# The right way to explain decorators

So how **should** we explain decorators?

Well, we start with the decorator, not the function to be decorated.

**One**  
We start with the [basic notion of a function](http://www.informit.com/articles/article.aspx?p=1849243) — a function is something that generates a value based on the values of its arguments.

**Two**  
We note that in Python, functions are first-class objects, so they can be passed around like other values (strings, integers, objects, etc.).

**Three**  
We note that because functions are first-class objects in Python, we can write functions that both (a) accept function objects as argument values, and (b) return function objects as return values. For example, here is a function foobarthat accepts a function objectoriginal\_functionas an argument and returns a function object new\_functionas a result.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | def foobar(original\_function):        # make a new function      def new\_function():          # some code        return new\_function |

**Four**  
We define “decorator”.

*A****decorator****is a function (such as*foobar*in the above example) that takes a function object as an argument, and returns a function object as a return value.*

So there we have it — the definition of a decorator. Anything else that we say about decorators is a refinement of, or an expansion of, or an addition to, this definition of a decorator.

**Five**  
We show what the internals of a decorator look like. Specifically, we show different ways that a decorator can use the original\_function in the creation of the new\_function. Here is a simple example.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | def verbose(original\_function):        # make a new function that prints a message when original\_function starts and finishes      def new\_function(\*args, \*\*kwargs):          print("Entering", original\_function.\_\_name\_\_)          original\_function(\*args, \*\*kwargs)          print("Exiting ", original\_function.\_\_name\_\_)        return new\_function |

**Six**  
We show how to invoke a decorator — how we can pass into a decorator one function object (its input) and get back from it a different function object (its output). In the following example, we pass the widget\_func function object to the verbose decorator, and we get back a new function object to which we assign the name talkative\_widget\_func.

|  |  |
| --- | --- |
| 1  2  3  4 | def widget\_func():      # some code    talkative\_widget\_func = verbose(widget\_func) |

**Seven**  
We point out that decorators are often used to add features to the original\_function. Or more precisely, decorators are often used to create a new\_function that does roughly whatoriginal\_function does, but also does things in addition to what original\_function does.

And we note that the output of a decorator is typically used to replace the original functionthat we passed in to the decorator as an argument. A typical use of decorators looks like this. (Note the change to line 4 from the previous example.)

|  |  |
| --- | --- |
| 1  2  3  4 | def widget\_func():      # some code    widget\_func = verbose(widget\_func) |

So for all practical purposes, in a typical use of a decorator we pass a function (widget\_func) through a decorator (verbose) and get back an enhanced (or souped-up, or “decorated”) version of the function.

**Eight**  
We introduce Python’s “decoration syntax” that uses the “@” to create decoration lines. This feature is basically syntactic sugar that makes it possible to re-write our last example this way:

|  |  |
| --- | --- |
| 1  2  3 | @verbose  def widget\_func():      # some code |

The result of this example is exactly the same as the previous example — after it executes, we have a widget\_func that has all of the functionality of the original widget\_func, plus the functionality that was added by the verbose decorator.

Note that in **this** way of explaining decorators, the “@” and decoration syntax is one of the **last** things that we introduce, not one of the first.

And we absolutely do **not** refer to line 1 as a “decorator”. We might refer to line 1 as, say, a “decorator invocation line” or a “decoration line” or simply a “decoration”… whatever. But line 1 is **not** a “decorator”.

Line 1 is a line of code. A decorator is a function — a different animal altogether.

**Nine**  
Once we’ve nailed down these basics, there are a few advanced features to be covered.

* We explain that a decorator need not be a function (it can be any sort of callable, e.g. a class).
* We explain how decorators can be nested within other decorators.
* We explain how  decoration lines can be “stacked”. A better way to put it would be: we explain how decorators can be “chained”.
* We explain how additional arguments can be passed to decorators, and how decorators can use them.

**Ten — A decorators cookbook**

The material that we’ve covered up to this point is what any basic introduction to Python decorators would cover. But a Python programmer needs something more in order to be productive with decorators. He (or she) needs a catalog of recipes, patterns, examples, and commentary that describes / shows / explains when and how decorators can be used to accomplish specific tasks. (Ideally, such a catalog would also include examples and warnings about decorator gotchas and anti-patterns.) Such a catalog might be called “Python Decorator Cookbook” or perhaps “Python Decorator Patterns”.

* As far as I know, no such decorator cookbook currently exists.
* The [Python Decorator Library](http://wiki.python.org/moin/PythonDecoratorLibrary) on the Python wiki is a collection of decorator examples. It has its uses, but it does not have the systematic organization and explanatory material of a true cookbook.
* Something similar to a descriptor cookbook, although still not systematically organized, can be generated by a [search of the ActiveState Python Cookbook, filtering on “descriptor”.](http://code.activestate.com/search/recipes/#q=decorator)

So that’s it. I’ve described what I think is wrong (well, let’s say suboptimal) about most introductions to decorators. And I’ve sketched out what I think is a better way to structure an introduction to decorators.

Now I can explain why I like Matt Harrison’s e-book [Guide to: Learning Python Decorators](http://www.amazon.com/Guide-Learning-Python-Decorators-ebook/dp/B006ZHJSIM/). Matt’s introduction is structured in the way that I think an introduction to decorators shouldbe structured. It picks up the stick by the proper end.

The first two-thirds of the Guide hardly talk about decorators at all. Instead, Matt begins with a thorough discussion of how Python functions work. By the time the discussion gets to decorators, we have been given a strong understanding of the internal mechanics of functions. And since most decorators are functions (remember our definition of decorator), at that point it is relatively easy for Matt to explain the internal mechanics of decorators.

Which is just as it should be.

**9.2.10 : a chain of function decorators in Python**

def makebold(fn):

def wrapped():

return "<b>" + fn() + "</b>"

return wrapped

def makeitalic(fn):

def wrapped():

return "<i>" + fn() + "</i>"

return wrapped

@makebold

@makeitalic

def hello():

return "hello world"

print hello() ## returns <b><i>hello world</i></b>

def \_\_exit\_\_(self, type, value, traceback):

return isinstance(value, TypeError)

## In Python 2.5, the file object has been equipped with \_\_enter\_\_ and \_\_exit\_\_ methods; the former simply returns the file object itself, and the latter closes the

## 9.3 Python generator, Yield, Co-routines and Sub-routines

## How normal function works in Python? When we call a normal Python function, execution starts at function's first line and continues until a return statement, exception, or the end of the function (which is seen as an implicit return None) is encountered. Once a function returns control to its caller, that's it. Any work done by the function and stored in local variables is lost. A new call to the function creates everything from scratch.

## We want something different then how normal function works. This is all very standard when discussing functions (more generally referred to as [subroutines](http://en.wikipedia.org/wiki/Subroutine)) in computer programming. There are times, though, when it's beneficial to have the ability to create a "function" which, instead of simply returning a single value, is able to yield a series of values. To do so, such a function would need to be able to "save its work," so to speak. I said, "yield a series of values" because our hypothetical function doesn't "return" in the normal sense. Return implies that the function is *returning control of execution* to the point where the function was called. "Yield," however, implies that *the transfer of control is temporary and voluntary*, and our function expects to regain it in the future. In Python, "functions" with these capabilities are called generators, and they're incredibly useful.

To better understand the problem **generators** solve, let's take a look at an example. Throughout the example, keep in mind the core problem being solved: **generating a series of values.**

Suppose our boss asks us to write a function that takes a list of ints and returns some Iterable containing the elements which are prime[1](http://www.jeffknupp.com/blog/2013/04/07/improve-your-python-yield-and-generators-explained/#fn:prime) numbers. *Remember, an* [Iterable](http://docs.python.org/3/glossary.html#term-iterable) *is just an object capable of returning its members one at a time.*

"Simple," we say, and we write the following:

def get\_primes(input\_list):

result\_list = list()

for element in input\_list:

if is\_prime(element):

result\_list.append()

return result\_list

# This is a better way.

def get\_primes(input\_list):

return (element for element in input\_list if is\_prime(element))

#Helper Functions

def is\_prime(number):

if number > 1:

if number == 2:

return True

if number % 2 == 0:

return False

for current in range(3, int(math.sqrt(number) + 1), 2):

if number % current == 0:

return False

return True

return False

Either get\_primes implementation above fulfills the requirements, so we tell our boss we're done. She reports our function works and is exactly what she wanted.

A few days later, our boss comes back and tells us she's run into a small problem: she wants to use our get\_primes function on a very large list of numbers. In fact, the list is so large that merely creating it would consume all of the system's memory. To work around this, she wants to be able to call get\_primes with a start value and get all the primes larger than start.

Once we think about this new requirement, it becomes clear that it requires more than a simple change to get\_primes. Clearly, we can't return a list of all the prime numbers from start to infinity *(operating on infinite sequences, though, has a wide range of useful applications)*. The chances of solving this problem using a normal function seem bleak. **Now is the question is how to return a infinite sequences?**

Before we give up, let's determine the core obstacle preventing us from writing a function that satisfies our boss's new requirements. Thinking about it, we arrive at the following: **functions only get one chance to return results, and thus must return finite results at once.** It seems pointless to make such an obvious statement; "functions just work that way," we think. The real value lies in asking, "but what if they didn't?"

Imagine what we could do if get\_primes could simply return the *next* value instead of all the values at once. It wouldn't need to create a list at all. No list, no memory issues. Since our boss told us she's just iterating over the results, she wouldn't know the difference. Unfortunately, this doesn't seem possible. Even if we had a magical function that allowed us to iterate from n to infinity, we'd get stuck after returning the first value:

def get\_primes(start):

for element in magical\_infinite\_range(start):

if is\_prime(element):

return element # return only Once and Game is Over

**Enter the Generator?** This sort of problem is so common that a new construct was added to Python to solve it: the generator. A generator "generates" values. Creating generators was made as straightforward as possible through the concept of generator functions, introduced simultaneously.

A **generator function** is defined like a normal function, but whenever it needs to generate a value, it does so with the yield keyword rather than return. If the body of a def contains yield, the function automatically becomes a generator function (even if it also contains a return statement). There's nothing else we need to do to create one.

Generator functions create generator iterators. That's the last time you'll see the term generator iterator, though, since they're almost always referred to as "generators". Just remember that a generator is a special type of iterator. To be considered an iterator, generators must define a few methods, one of which is\_\_next\_\_(). To get the next value from a generator, we use the same built-in function as for iterators: next().

This point bear repeating: **to get the next value from a** generator**, we use the same built-in function as for** iterators**:** next().

So whenever next() is called on a generator, the generator is responsible for passing back a value to whomever called next(). It does so by calling yield along with the value to be passed back (e.g. yield 7). The easiest way to remember what yield does is to think of it as return (plus a little magic) for generator functions.

Again, this bears repeating: yield **is just** return **(plus a little magic) for** generator functions**.**

Here's a simple generator function:

>>> def simple\_generator\_function():

>>> yield 1

>>> yield 2

>>> yield 3

**And here are two simple ways to use it:**

>>> for value in simple\_generator\_function():

>>> print(value)

1

2

3

>>> our\_generator = simple\_generator\_function()

>>> next(our\_generator)

1

>>> next(our\_generator)

2

>>> next(our\_generator)

3

What's the magic part? Glad you asked! When a generator function calls yield, the "state" of the generator function is frozen; the values of all variables are saved and the next line of code to be executed is recorded until next() is called again. Once it is, the generator function simply resumes where it left off. If next() is never called again, the state recorded during the yield call is (eventually) discarded.

Let's rewrite get\_primes as a generator function. Notice that we no longer need the magical\_infinite\_range function. Using a simple while loop, we can create our own infinite sequence:

def get\_primes(number):

while True:

if is\_prime(number):

yield number

number += 1

If a generator function calls return or reaches the end its definition, a StopIteration exception is raised.

## 5.1. Iterators

We use for statement for looping over a list.

>>> **for** i **in** **[**1**,** 2**,** 3**,** 4**]:**

... **print** i**,**

...

1

2

3

4

If we use it with a string, it loops over its characters.

>>> **for** c **in** "python"**:**

... **print** c

...

p

y

t

h

o

n

If we use it with a dictionary, it loops over its keys.

>>> **for** k **in** **{**"x"**:** 1**,** "y"**:** 2**}:**

... **print** k

...

y

x

If we use it with a file, it loops over lines of the file.

>>> **for** line **in** open**(**"a.txt"**):**

... **print** line**,**

...

first line

second line

So there are many types of objects which can be used with a for loop. These are called iterable objects.

There are many functions which consume these iterables.

>>> ",".join**([**"a"**,** "b"**,** "c"**])**

'a,b,c'

>>> ",".join**({**"x"**:** 1**,** "y"**:** 2**})**

'y,x'

>>> list**(**"python"**)**

['p', 'y', 't', 'h', 'o', 'n']

>>> list**({**"x"**:** 1**,** "y"**:** 2**})**

['y', 'x']

### 5.1.1. The Iteraton Protocol

The built-in function iter takes an iterable object and returns an iterator.

>>> x = iter**([**1**,** 2**,** 3**])**

>>> x

<listiterator object at 0x1004ca850>

>>> x.next**()**

1

>>> x.next**()**

2

>>> x.next**()**

3

>>> x.next**()**

**Traceback (most recent call last):**

File "<stdin>", line 1, in <module>

StopIteration

Each time we call the next method on the iterator gives us the next element. If there are no more elements, it raises a StopIteration.

Iterators are implemented as classes. Here is an iterator that works like built-in xrangefunction.

**class** yrange**:**

**def** \_\_init\_\_**(**self**,** n**):**

self.i = 0

self.n = n

**def** \_\_iter\_\_**(**self**):**

**return** self

**def** next**(**self**):**

**if** self.i < self.n**:**

i = self.i

self.i += 1

**return** i

**else:**

**raise** **StopIteration()**

The \_\_iter\_\_ method is what makes an object iterable. Behind the scenes, the iterfunction calls \_\_iter\_\_ method on the given object.

The return value of \_\_iter\_\_ is an iterator. It should have a next method and raiseStopIteration when there are no more elements.

Lets try it out:

>>> y = yrange**(**3**)**

>>> y.next**()**

0

>>> y.next**()**

1

>>> y.next**()**

2

>>> y.next**()**

**Traceback (most recent call last):**

File "<stdin>", line 1, in <module>

File "<stdin>", line 14, in next

StopIteration

Many built-in functions accept iterators as arguments.

>>> list**(**yrange**(**5**))**

[0, 1, 2, 3, 4]

>>> sum**(**yrange**(**5**))**

10

In the above case, both the iterable and iterator are the same object. Notice that the\_\_iter\_\_ method returned self. It need not be the case always.

**class** zrange**:**

**def** \_\_init\_\_**(**self**,** n**):**

self.n = n

**def** \_\_iter\_\_**(**self**):**

**return** zrange\_iter**(**self.n**)**

**class** zrange\_iter**:**

**def** \_\_init\_\_**(**self**,** n**):**

self.i = 0

self.n = n

**def** \_\_iter\_\_**(**self**):**

*# Iterators are iterables too.*

*# Adding this functions to make them so.*

**return** self

**def** next**(**self**):**

**if** self.i < self.n**:**

i = self.i

self.i += 1

**return** i

**else:**

**raise** **StopIteration()**

If both iteratable and iterator are the same object, it is consumed in a single iteration.

>>> y = yrange**(**5**)**

>>> list**(**y**)**

[0, 1, 2, 3, 4]

>>> list**(**y**)**

[]

>>> z = zrange**(**5**)**

>>> list**(**z**)**

[0, 1, 2, 3, 4]

>>> list**(**z**)**

[0, 1, 2, 3, 4]

**Problem 1:**Write an iterator class reverse\_iter, that takes a list and iterates it from the reverse direction. ::

>>> it = reverse\_iter**([**1**,** 2**,** 3**,** 4**])**

>>> it.next**()**

4

>>> it.next**()**

3

>>> it.next**()**

2

>>> it.next**()**

1

>>> it.next**()**

**Traceback (most recent call last):**

File "<stdin>", line 1, in <module>

StopIteration

## 5.2. Generators

Generators simplifies creation of iterators. A generator is a function that produces a sequence of results instead of a single value.

**def** yrange**(**n**):**

i = 0

**while** i < n**:**

**yield** i

i += 1

Each time the yield statement is executed the function generates a new value.

>>> y = yrange**(**3**)**

>>> y

<generator object yrange at 0x401f30>

>>> y.next**()**

0

>>> y.next**()**

1

>>> y.next**()**

2

>>> y.next**()**

**Traceback (most recent call last):**

File "<stdin>", line 1, in <module>

StopIteration

So a generator is also an iterator. You don’t have to worry about the iterator protocol.

The word “generator” is confusingly used to mean both the function that generates and what it generates. In this chapter, I’ll use the word “generator” to mean the genearted object and “generator function” to mean the function that generates it.

Can you think about how it is working internally?

When a generator function is called, it returns an generator object without even beginning execution of the function. When next` method is called for the first time, the function starts executing until it reaches yield statement. The yielded value is returned by the next call.

The following example demonstrates the interplay between yield and call to nextmethod on generator object.

>>> **def** foo**():**

... **print** "begin"

... **for** i **in** range**(**3**):**

... **print** "before yield"**,** i

... **yield** i

... **print** "after yield"**,** i

... **print** "end"

...

>>> f = foo**()**

>>> f.next**()**

begin

before yield 0

0

>>> f.next**()**

after yield 0

before yield 1

1

>>> f.next**()**

after yield 1

before yield 2

2

>>> f.next**()**

after yield 2

end

**Traceback (most recent call last):**

File "<stdin>", line 1, in <module>

StopIteration

>>>

Lets see an example:

**def** integers**():**

*"""Infinite sequence of integers."""*

i = 1

**while** True**:**

**yield** i

i = i + 1

**def** squares**():**

**for** i **in** integers**():**

**yield** i \* i

**def** take**(**n**,** seq**):**

*"""Returns first n values from the given sequence."""*

seq = iter**(**seq**)**

result = **[]**

**try:**

**for** i **in** range**(**n**):**

result.append**(**seq.next**())**

**except** **StopIteration:**

**pass**

**return** result

**print** take**(**5**,** squares**())** *# prints [1, 4, 9, 16, 25]*

## 5.3. Generator Expressions

Generator Expressions are generator version of list comprehensions. They look like list comprehensions, but returns a generator back instead of a list.

>>> a = **(**x\*x **for** x **in** range**(**10**))**

>>> a

<generator object <genexpr> at 0x401f08>

>>> sum**(**a**)**

285

We can use the generator expressions as arguments to various functions that consume iterators.

>>> sum**(((**x\*x **for** x **in** range**(**10**)))**

285

When there is only one argument to the calling function, the parenthesis around generator expression can be omitted.

>>> sum**(**x\*x **for** x **in** range**(**10**))**

285

Another fun example:

Lets say we want to find first 10 (or any n) pythogorian triplets. A triplet (x, y, z) is called pythogorian triplet if x\*x + y\*y == z\*z.

It is easy to solve this problem if we know till what value of z to test for. But we want to find first n pythogorian triplets.

>>> pyt = **((**x**,** y**,** z**)** **for** z **in** integers**()** **for** y **in** xrange**(**1**,** z**)** **for** x **in** range**(**1**,** y**)** **if** x\*x + y\*y == z\*z**)**

>>> take**(**10**,** pyt**)**

[(3, 4, 5), (6, 8, 10), (5, 12, 13), (9, 12, 15), (8, 15, 17), (12, 16, 20), (15, 20, 25), (7, 24, 25), (10, 24, 26), (20, 21, 29)]

### 5.3.1. Example: Reading multiple files

Lets say we want to write a program that takes a list of filenames as arguments and prints contents of all those files, like cat command in unix.

The traditional way to implement it is:

**def** cat**(**filenames**):**

**for** f **in** filenames**:**

**for** line **in** open**(**f**):**

**print** line**,**

Now, lets say we want to print only the line which has a particular substring, like grepcommand in unix.

**def** grep**(**pattern**,** filenames**):**

**for** f **in** filenames**:**

**for** line **in** open**(**f**):**

**if** pattern **in** line**:**

**print** line**,**

Both these programs have lot of code in common. It is hard to move the common part to a function. But with generators makes it possible to do it.

**def** readfiles**(**filenames**):**

**for** f **in** filenames**:**

**for** line **in** open**(**f**):**

**yield** line

**def** grep**(**pattern**,** lines**):**

**return** **(**line **for** line **in** lines **if** pattern **in** lines**)**

**def** printlines**(**lines**):**

**for** line **in** lines**:**

**print** line**,**

**def** main**(**pattern**,** filenames**):**

lines = readfiles**(**filenames**)**

lines = grep**(**pattern**,** lines**)**

printlines**(**lines**)**

The code is much simpler now with each function doing one small thing. We can move all these functions into a separate module and reuse it in other programs.

**Problem 2:**Write a program that takes one or more filenames as arguments and prints all the lines which are longer than 40 characters.

**Problem 3:**Write a function findfiles that recursively descends the directory tree for the specified directory and generates paths of all the files in the tree.

**Problem 4:**Write a function to compute the number of python files (.py extension) in a specified directory recursively.

**Problem 5:**Write a function to compute the total number of lines of code in all python files in the specified directory recursively.

**Problem 6:**Write a function to compute the total number of lines of code, ignoring empty and comment lines, in all python files in the specified directory recursively.

**Problem 7:**Write a program split.py, that takes an integer n and a filename as command line arguments and splits the file into multiple small files with each having nlines.

## 5.4. Itertools

The itertools module in the standard library provides lot of intersting tools to work with iterators.

Lets look at some of the interesting functions.

**chain** – chains multiple iterators together.

>>> it1 = iter**([**1**,** 2**,** 3**])**

>>> it2 = iter**([**4**,** 5**,** 6**])**

>>> itertools.chain**(**it1**,** it2**)**

[1, 2, 3, 4, 5, 6]

**izip** – iterable version of zip

>>> **for** x**,** y **in** itertools.izip**([**"a"**,** "b"**,** "c"**],** **[**1**,** 2**,** 3**]):**

... **print** x**,** y

...

a 1

b 2

c 3

**Problem 8:**Write a function peep, that takes an iterator as argument and returns the first element and an equivalant iterator.

>>> it = iter**(**range**(**5**))**

>>> x**,** it1 = peep**(**it**)**

>>> **print** x**,** list**(**it1**)**

0 [0, 1, 2, 3, 4]

**Problem 9:**The built-in function enumerate takes an iteratable and returns an iterator over pairs (index, value) for each value in the source.

>>> list**(**enumerate**([**"a"**,** "b"**,** "c"**])**

[(0, "a"), (1, "b"), (2, "c")]

>>> **for** i**,** c **in** enumerate**([**"a"**,** "b"**,** "c"**]):**

... **print** i**,** c

...

0 a

1 b

2 c

Write a function my\_enumerate that works like enumerate.

**Problem 10:**Implement a function izip that works like itertools.izip.

### Another Example: [Python Generators - examples and applications](http://everydayscripting.blogspot.in/2009/07/python-generators-examples-and.html)

Python generators are very handy - albeit a little hard to understand if you have never worked with them before. It took me a while to find out what it is they actually do, and even longer to figure out a use for one.  
  
If you don't know what a generator is, or what one can do, this is the definition I came up with while learning about them: A generator is like an extended function that remembers that state it was in the last time it was called, and will continue from there using that same state. Generators look a lot like regular functions, but they have that characteristic "yield" keyword that sets them apart from conventional functions.  
  
Here is a simple example:

# Generator example  
def printName(name):  
 for section in name.split(' '):  
 yield section  
  
for section in printName("Guido van Rossum"):  
 print section

All this generator does is it takes a name and splits it into the different sections that are separated by spaces. It's output will look like this:
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In this example, we are treating the generator like an iterator - which is a very common usage of generators, but definitely not the only usage.  
  
Another way we can use a generator is by assigning it to another variable - then, every time we want the next value "yielded" by the generator, we call "<variablename>.next()".

def getNextWordGenerator():  
 yield "Hello"  
 yield "this"  
 yield "is"  
 yield "an"  
 yield "example"  
  
generator = getNextWordGenerator()  
  
print generator.next()  
print generator.next()  
print generator.next()  
print generator.next()  
print generator.next()

Running this will give us:
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But, if we try to call "generator.next()" in this example, we will get an error. This is because there is nothing left in the generator to yield. This may be what you want to happen, but maybe not. Sometimes you would rather have it start all over again. In that case, you can just put all of your yield statements in a "while True:" loop, like so:

def getNextWordGenerator():  
 while True:  
 yield "Hello"  
 yield "this"  
 yield "is"  
 yield "an"  
 yield "example"  
  
generator = getNextWordGenerator()  
  
print generator.next()  
print generator.next()  
print generator.next()  
print generator.next()  
print generator.next()  
print  
print 'Second time around, but only a little'  
print generator.next()  
print generator.next()

The output this time around will look like this:
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This is just the beginning, however - you can do more complicated and useful things (of course, that depends on your definition of useful).  
  
Lets says, for example, you are a member of [Project Euler](http://projecteuler.net/) and you need a function that will spit out Fibonacci numbers. There are a few ways of calculating Fibonacci numbers, but I think that Python generators is the easiest, and fastest way. Here is an example:

def fib():  
 x,y = 1,1  
 while True:  
 yield x  
 x,y = y, x+y  
  
for num in fib():  
 print num

Output:  
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Running this will print out Fibonacci numbers at an alarming rate. You will have to hit CTRL-C to kill the script, or it will keep on going forever - and fast. I felt...odd...putting a "while True:" loop in my code for this first time when doing this. That seemed like something I should avoid. Don't worry though - it is not going to peg your processor or anything - the loop will only be run when called. It will not be run in he background without you knowing about it.  
  
This example also acts as a reminder that a generator can remember it's state. In this case, the generator keeps track of the fact that it is in a loop, and it remembers the values in "x" and "y". So, the next time fib().next() is called by the iterator (this all happens automatically in the for loop) it **doesn't** start over at the top of the generator with "x,y = 1,1", but in the loop where it last left off. Very handy.  
  
So, how can this help in every day scripting situations? Well, I am not too sure. I have found them very useful in solutions to Project Euler problems, and I used a generator in a school project to return all valid adjacent points to a point that I passed into the generator - but other than that, I haven't found a great reason to use them frequently in every day situations. But, there are some libraries and other built in functions of Python that do use them heavily. For example - xrange uses a "generator" rather than creating a list first in memory like "range" does. "count" in the "itertools" uses a generator to give you the next number in sequence for as long as you want.  
  
You can use generators to simulate [continuation programming](http://en.wikipedia.org/wiki/Continuation) - which also takes some time getting used to, but is pretty neat when you see it. Here is an example of that:

def fib():  
 x,y = 1,1  
 while True:  
 yield x  
 x,y = y, x+y  
  
def odd(seq):  
 for number in seq:  
 if number % 2:  
 yield number  
   
def underFourMillion(seq):  
 for number in seq:  
 if number > 4000000:  
 break  
 yield number   
   
print sum(odd(underFourMillion(fib())))

This program sums all of the odd Fibonacci numbers that are under 4 million, but at no point does it store anything in a data structure. The "sum" built-in method will add numbers coming from the "odd" generator, which yields any odd numbers coming from the "underFourMillion" generator, which yields any number that is under 4 million coming from the "fib" generator. Neat. It is easy to change any part of this program, or even add another "filter" generator to the mix.  
  
Do you have any other uses for generators? Share them in the comments.